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Abstract 

The architectural design of the random number generators for uniform 

distribution, normal distribution, exponential distribution and Rayleigh distribution 

using Box-Muller and inverse transformation method has been hardware implemented 

on FPGA. Any of the random number generators can generate one sample every clock 

cycle. The generators have been implemented on Xilinx Spartan 3E XC3S500E FPGA. 

The designed generators work properly up to maximum frequency of 418.41MHz .The 

outcome results of the generators have been tested by the chi-square test at a 5% level of 

significance which provided the correct required distributions. 
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                 وتنفيذها ماديا  تصميم معمارية لتوليد الارقام العشوائية 
 باسل شكر محمودد.  سرمد فخر الدين إسماعيل

 كلية هندسة ألألكترونيات جامعة الموصل/ قسم هندسة الحاسوب

  

 

 الملخص
توزيع اسي وتوزيع لارقام العشوائية بتوزيع منتظم وتوزيع طبيعي والمعمارية المصممة لتوليد ا

. FPGA( وطريقة التحويل العكسي تم بناءها ماديا باستخدام ال Box-muller) ـ)رايلي ( باستخدام طريقة ال

 Xilinxاي واحد من مولدات الارقام العشوائية ممكن ان تولد رقم واحد في كل دورة. المولدات تم بناءها على 

Spartan 3E XC3S500E FPGA.   418.41المولدات المصممة مناسبة للعمل بتردد مقدارهMHz 

مقدارها  اهميةالنتائج التي تم الحصول عليها من المولدات تم اختبارها بواسطة فحص مربع كاي بمستوى 

 % والتي حققت التوزيع المطلوب.5
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1. Introduction 
Random number generators are used in a large number of computationally intensive 

modeling and simulation applications such as traffic light simulation [1],communication 

system [2],cryptography system [3] ,the most commonly random generators used are uniform 

distribution, normal  distribution ,exponential distribution and Rayleigh distribution. All types 

of random number generators can be derived from the uniform random generators. The most 

famous methods for mapping between the generators are Box-muller method and inverse 

transformation method. 

There have been many researches on their hardware implementation to generate 

random number, A VLSI implementation of universal random number generation with 

uniform distribution, exponential distribution, Rayleigh distribution and Rayleigh distribution 

is proposed by CUI, LI and et.al. [4]. A hardware Gaussian noise generator using the box-

muller method and the error analysis of its elementary function is proposed by Dong-U, John 

and et.al. [5], A hardware designs for generating random numbers from arbitrary distributions 

using the inversion method are proposed by Ray, Dong-U and et.al. [6]. A ZIGGURAT based 

method to generate random number with Gaussian distribution is proposed by Guanglie, 

Philip and et.al. [7], FPGA implementation and performance analysis of 8, 16, and 32 bit 

LFSR pseudo random number generator system to generate a uniform distribution is proposed 

by Amit , Praveena and et.al. [8]. A random number is generated by various methods such as 

LFSR and linear congruental generator and blum blum shub to generate random number with 

uniform distribution is proposed by Jay, Sudhanshu and et.al. [9]. 

The paper is organized as follows. In section 2 the background and theory of the 

architectural design is presented. Section 3 shows the hardware Implementation details. The 

Experimental results are given in section 4. Section 5 concludes this paper.    
 

2. Background and Theory 
There are many methods to generate random number with arbitrary distribution, most 

of these method based on converting the random number with uniform distribution to another 

type of distribution. Review of the methods used in this research is shown below: 

 

2.1 Box-muller method: 
This method generates a pair of random variables with normal distribution from two 

uniformly distributions over (0,1) with zero mean and standard deviation =1 (N(0,1))[10] 

 

  

 √                                                                                                                                     
 

  

 √                                                                                                                                      
 

U1and U2 are random variables with uniform distributions. 

X1 and X2 are random variables with a normal distributions. 

Thus the proposed architecture is based on this method to generate normal distribution. 
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2.2 The inverse transformation method (ITM): 
The inversion method for generating non-uniform random variables is based on the 

simple observation that a random variable  X with F as cumulative distribution function 

(CDF) can be generated by: 

 

 
                                                                                                                                                             
  

Where U denotes a uniform U (0, 1) random variable and the X is a random variable with 

desired distribution [11].   

The proposed architectures for exponential distribution and Rayleigh distribution are 

based on this method. 

The required steps to compute the desired random variable using inverse 

transformation method are: 

1- Compute the CDF of the desired random variable X. 

2- Set F(X) = U. 

3- Solve the equation F(X) = U for X in terms of U. 

4- Generate uniform random numbers U1, U2, U3, ... and compute 

 The desired random variable by X i = F 
-1

(U i)   

 

By applying the above steps for exponential distribution: 

- Since the PDF (probability density function) for exponential distribution: 

 

                                                                                                                                                      

 

  Then the CDF will be: 

                                                                                                                                                 

   

                                                                                                                                                           

   
       

 
                                                                                                                                       

For more  simplicity, because the U is an interval between (0,1) then (1-U)  is also an 

interval between (0,1) and  eq. (7) can be approximated as  follows: 

   
     

 
                                                                                                                                               

Repeating the above steps for Rayleigh distribution results: 

The PDF for Rayleigh distribution: 

     
 

   
   

                                                                                                                                               

 Then its CDF will be: 
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3. Hardware Implementation Details 

3.1 Linear Feedback Shift Register (LFSR): 
It is a shift register whose input bit is a linear function of its previous state. The most 

commonly used linear function is XOR. Thus, an LFSR is most often a shift register whose 

input bit is driven by the exclusive-or (XOR) of some bits of the overall shift register value 

deterministic. The initial value of the LFSR is called the seed. The stream of the values 

produced by the register is completely determined by its current (or previous) state. Likewise, 

because the register has a finite number of possible states, it must eventually enter a repeating 

cycle. However, an LFSR with a well-chosen feedback function can produce a sequence of 

bits which appears random and which has a very long cycle. [8][9][12].  

The maximum cycle length of the uniform random variable generated from LFSR is 

equal   -1 where n: is the length of shift register in LFSR. In this paper we use (n=12bit) then 

the number of random variable = 4k =4096 numbers. 

To choose feedback polynomials that generate maximum period we use a table that is 

presented by Xilinx in [13]. The feedback polynomial for 12-bit is                    
Figure 1 shows the architecture design for 12-bit LFSR 

 

 

 

 

 

 

 

3.2 The proposed architecture: 
Figure 2 shows the design of the proposed architecture. Since it has been used the two 

12-bit LFSR to generate two uniform random variables, then  look-up table method (LUT) is 

used to evaluate the two terms in eq. (2) for Box-muller method    √         and  

            ,since the number of states in LFSR is 4096 state ,then the number of y1 and 

y2 is also 4096 states and the architecture uses 4 block RAMs in Spartan3E (each block ram 

is 1k*16bit ) for each term (y1 and y2) then  y1 and y2 have  use to generate many 

distribution as shown in   figure 2: 

 

 

Figure (1): Architecture design for 12-bit LFSR 
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The LUT circuit is shown in figure 3, the circuit uses 8 block RAMs (4 block RAMs 

for each term y1 and y2) each block RAM is 1kx16bit .The 30-bit non restoring divider [14] 

shown in figure(2) is used to divide the value –lnU1 by lamda ( ) as input in order to generate 

the exponential distribution. The non-restoring divider technique is used to increase the      

throughput [14]. The Fixed point package [15] is used for representing variables in the VHDL 

code. Table (1) shows the length and the format of each variable used in the design.  
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Figure (2): The proposed architecture of the random number generators 
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Figure (3): LUT circuit design for the evaluation the elementary functions 
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4. Experimental results 

4.1 Simulation Results: 
The  complete architecture design was implemented  on  Xilinx Spartan 3E  XC3S500E 

FPGA using ISE14.1 and the results of simulation for lamda=2 and sigma=2  are shown in 

figure 4. It is clear from the simulation results that all the numbers for all distributions are 

generated in every clock cycle. 

 

The distributions for the generated numbers of the four distributions were plotted as 

shown in figure 5 using Matlab program. 

 

 

 

 

 

 

 

 

 

The distributions for the generated numbers of the four distributions were plotted as 

shown in figure 5 using Matlab program.  

variable No. of bit for real 

part with sign bit 

No. of  bit for  

fraction part 

Total No. of 

bit 

u1,u2 0 12 12 

√       4 12 16 

sin2πu2 2 14 16 

lamda 4 8 12 

sigma 5 8 13 

uniform distribution 0 12 12 

normal distribution 6 26 32 

Exponential distribution 13 17 30 

rayleigh distribution 9 20 29 

Figure (4): Simulation Results for the Proposed Architecture 

Table (1): Number of Bits Representation for each Element 
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4.2  Speed and resources utilization:  
After synthesizing the design by ISE14.1, it is found that the maximum operating 

frequency becomes 418.41MHz. The resources utilization summary from the FPGA chip is 

shown in table 2.  

 

 

 

 

  

 

  

To make a fair comparison, Table 3 shows a comparison between our design and three 

previous related works .These works were implemented on other FPGA target kit so we 

resynthesized our design on another FPGA target kit as shown in Table 3. 

 

 

 

 

 

Table (2): The utilization summary for the proposed 

design 



www.manaraa.com

Mahmood: Architectural Design of Random Number Generators and Their Hardware - 

 

58 
 

 

 

Design [5] [6] This work This work 

Method / type 

distributions 

Box-Muller/ 

Gaussian 

Inversion method/ 

Gaussian, 

exponential  
and log-normal 

Box-Muller and 

inversion method/ 

uniform, normal, 
exponential and 

Rayleigh 

Box-Muller and 

inversion method/ 

uniform, normal, 
exponential and 

Rayleigh 

Target kit 

Xilinx 

Virtex-4 
XC4VLX 

100-12 FPGA 

Xilinx 

Virtex-4 
XC4VLX 

100-12 FPGA 

Xilinx Spartan 3E 
XC3S500E 

FPGA 

Xilinx 

Virtex-4 
XC4VLX 

100-12 FPGA 

slices 1528 487 593 593 

Block rams 3 2 8 8 

MULT18x18 12 2 3 3 

clk speed [MHz] 233 371 418.41 549.753 

Sample/clk 2 1 4 4 

 

4.3  Statistical test: 
The chi-square Goodness of fit (GoF) test is used for testing the distribution 

characteristic and used to establish whether an assumed distribution is correct [4][16]. Table 4 

show the test results for the generated numbers of the four distributions. For each test, 1000 

sample were considered. 

Tables (4): Chi-square test results for uniform, normal distribution,  

and exponential distribution and Rayleigh distribution 
Distribution type Degree of freedom Statistical quantity Test result 

Uniform 5 2.958 Accept distribution 

Normal 5 4.965 Accept distribution 

Exponential 6 3.904 Accept distribution 

Rayleigh 6 4.632 Accept distribution 

All tested distributions passed the chi-square test at a 5% level of significant. 

5- Conclusions 
The proposed architecture generates all the four distinct distributions with better 

performance by using a small area and high frequency of Spartan 3E chip and few clock 

cycles. The used area of Spartan 3E is 13% and the maximum operating frequency becomes 

418.41MHz. This enhancement in performance is due to the usage of LUT for constructing 

the elementary functions and also applying the modified non-restoring division algorithm. 

The proposed architecture is used as good in real time application. To check the Goodness of 

fit (GoF)  the resulted numbers pass the chi-square test at 5% level of significance. 
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